# 210CT Assignment

## Block 3

### Pseudo Code

The Linear search algorithm works by going through the list/array that it is handed 1 item at a time checking if it is what it is looking for, if it finds the item them it returns true, if it does not then it returns false. Linear search is not particularly efficient, especially when it comes to long lists where something with O(log n) like binary search would be better, although linear can faster when searching short arrays, this is because it has very little overhead.

The 2nd functions is the recursive version of the linear search (first on being iterative) there isn’t too much difference except it call its self instead of using a loop. Recursion can be useful in some situations but when iteration can be used instead then it is better because it has less overhead, this is because recursion uses more memory because the code creates a new instance of its self each time the function is called.

The list duplicate finder works in a similar way to the just instead of the function being handed the item to look for it make “j” (j being and item in the array) what it is looking for. It then compares j to the rest of the array and if it finds a match it return true if not it increments j to the next item in the array, when j reaches the last item in the array and if no matches have been found it returns false because there are no duplicates.

1. #This function is a liniar search that goes through the array it is handed until it finds the item it is looking for
2. LINEARSEARCHITERATIVE(listToSearch,item)
3. FOR i IN RANGE (0 TO (Length of listToSearch))
4. IF i > (length of listToSearch) #when it reachs the end of the array it retruns false because the item is not in the array
5. RETURN FALSE
6. ELSE IF listToSearch[i] = item #when the item is found by this line it retruns true
7. RETRUN True
8. ELSE
9. i ← i + 1 #if the item is not found and it is not the end of the array it increments i and does the for loop again
11. LINEARSEACHRECURSIVE(ListToSearch,item,n)  #This is the recursive version of the linear search
12. IF n > (length of listToSearch)
13. RETURN FALSE
14. ELSE IF listToSeatch[n] = item
15. RETRURN TRUE
16. ELSE
17. LINEARSEACHRECURSIVE(ListToSearch,item,n+1)  #this is the main difference, the function calls its self and increments n instead of using a loop
19. #This function tries to find duplicates in the array it is handed
20. LISTDUP(listToSearch)
21. i←0
22. j←0
23. FOR i IN RANGE (0 TO (length of listToSearch)) Increment i
24. IF i ← (length of listToSearch) #if i reaches the end of the list it is reset to the begining and j moves to the next item
25. j ← j + 1
26. i ← 0
27. ELSE IF j > lenth of listToSearch) #when j reaches the end of the list all the items have been compared so if nothing has been found it will return false
28. RETURN FALSE
29. ELSE IF listToSearch[i]=listToSearch[j] AND i != j #if position i and position j are the same then there is a duplicate so it returns true
30. RETURN True

## Block 4

### Big O

The big O notation for the Linear search is O(n) because as the list it is handed increases in size the time it take to process it is the same amount. In a best case scenario it can me O(1) if the first item in the array is what the search is looking for but in a worst case it can look though the entire array and the item not even be there.

The big O notation for the duplicate finder is O(n^2), this is because for every item in the array the for loop has to loop through the array.

## Block 5

### Pseudo Code 1

The objective of this algorithm is to find a value in the list handed to the function that is more than l and less than u, is it finds an item in the array that makes morethenL and lessthenU both true then it will return true. If not then it will return false.

1. arrayA=[]
2. int l
3. int u
4. FUNCTION1(arrayA,l,u) #this functions tries to find and item in the array "arrayA" that is more the "L" and less than "U"
5. FOR i IN RANGE OF END OF arrayA #loops though for loop until
6. IF arrayA[i] > l #makes the bool "moreThenL" true if the item in the array is more then l if note makes it false
7. morethenL  ← true
8. ELSE
9. morethenL ← false
10. IF arrayA[i] < u  #make the bool "lessThenL" true of the item in the array is less then u if note makes it false
11. lessthenU ← true
12. ELSE
13. lessthenU ← false
14. IF moreThenL =true AND lessThen = true #if both lessThenL and moreThenL is both true then the item in the array is more the L and less the U it returns true if not return false
15. RETURN true
16. ELSE
17. RETURN false
18. FUNCTION1(arrayA,l,u)

### Big O 1

The Big O notation of algorithm (above) O(n) this is because will only have to at a worst case have to check every item in the array twice, once when comparing l and once when comparing u. In a best case it will only need to

### Python code

This is the python code for the pseudo code above; because it is in python, there is not actually that much difference in syntax.

1. #this functions tries to find and item in the array "arrayA" that is more the "L" and less than "U"
2. **def** moreLessChecker(arrayA,l,u):
3. **for** i **in** range (0,len(arrayA)): #loops though for loop until
4. **if** arrayA[i] > l: #makes the bool "moreThenL" true if the item in the array is more then l if note makes it false
5. moreThenL = True
6. **else**:
7. moreThenL = False
8. **if** arrayA < u: #make the bool "lessThenL" true of the item in the array is less then u if note makes it false
9. lessThanU = True
10. **else**:
11. lessThanU = False
12. **if** moreThenL = True **and** lessThanU = True: #if both lessThenL and moreThenL is both true then the item in the array is more the L and less the U it retruns true if not return false
13. **return** True
14. **else**:
15. **return** False

### Pseudo Code 2

This is the pseudo code is sorted ranger search, this works by ordering the algorithm before it searches through. This allows the algorithm when it finds an incorrect value to delete that value and all the values before it or after it because of it being ordered meaning they all also will be incorrect. This is called divide and conquer and this means the algorithm will find what it is looking much faster because it removed a bunch of incorrect values with every pass.

1. arrayA=[]
2. int l
3. int u
4. FUNCTION2(arrayA,l,u)
5. ORDER arrayA
6. FOR i IN RANGE OF END OF arrayA
7. IF arrayA[i] > l #makes the bool "moreThenL" true if the item in the array is more then l if note makes it false and removes it from the array
8. morethenL ← true
9. ELSE
10. REMOVE arrayA[i] TO arrayA[0]
11. morethenL ← false
12. IF arrayA[i] < u
13. lessthenU ← true
14. ELSE
15. REMOVE arrayA[i] TO arrayA[1] #make the bool "lessThenL" true of the item in the array is less then u if note makes it false and removes it from the array
16. lessthenU ← false
17. IF moreThenL =true AND lessThen = true #if both lessThenL and moreThenL is both true then the item in the array is more the L and less the U it returns true if not return false
18. RETURN true
19. ELSE
20. RETURN false
21. FUNCTION2(arrayA,l,u)

### Big O 2

The Big O notation of search with removal of already used items is O(log n), this is because with the removal of items from the search the search will get gradually faster. An algorithm that uses divide and conquer like the algorithm above does will have

## Block 6

### Pseudo Code

This code is a harmonic series, it works adding half of the previous value to be added. Equation being: ![1+1/2+(1/3+1/4)+(1/5+1/6+1/7+1/8)+...](data:image/gif;base64,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)

Wolfram(2015)

1. HARMONIC(n) #recives what n which is what number in the harmonic sequence is wanted, it then retruns that value
2. harmTot ← 0
3. harmStart ← 1
4. **FOR** i **IN** RANGE(0,n) #loops through the for loop until the desired harmonic value is outputted
5. harmTot ← harmStart+harmStart/2
6. harmStart ← harmStart/2
7. **RETURN** harmtot
8. n ← 10
9. HARMONIC(n)

### Python Code

Once again the python code is not that different, you do have to make sure to divide “2.0” not “2” because python will round if use “2” and the algorithm will not work.

1. **def** harmonic(n): #returns harmTot which will be the nth value in the harmonic series
2. harmTot = 1
3. harmStart = 1
4. **for** i **in** range(0,n): #loops through n amount of times to genereate the nth value in the harmonic sereis
5. harmTot=harmTot+harmStart/2.0 #makes the current total by added the previous total to half the previous harmonic value
6. harmStart=harmStart/2.0 #halfs the value that is added
7. **return** harmTot
9. n=10
10. **print**(harmonic(n)) #calls the functions and hands it the parameters

## Block 8

This is a node delete algorithm, I have implemented the delete function into the code provided, the code works by handing the delete function the node that need to be deleted, if it is the head then head gets changed to the next node, if it is the tail it is changed to the previous node. If it is a node in the middle, it is changed to the previous or next node depending on where it is on the list and if the previous or next node are not empty.

1. **class** Node(object):
2. **def** \_\_init\_\_(self, value):
3. self.value=value
4. self.next=None
5. self.prev=None
7. **class** List(object):#inserts the given parameters to the list
8. **def** \_\_init\_\_(self):
9. self.head=None
10. self.tail=None
11. **def** insert(self,n,x):
12. **if** n!=None:
13. x.next=n.next
14. n.next=x
15. x.prev=n
16. **if** x.next!=None:
17. x.next.prev=x
18. **if** self.head==None:
19. self.head=self.tail=x
20. x.prev=x.next=None
21. **elif** self.tail==n:
22. self.tail=x
23. **def** delete(self,n): #this will delete a Node
24. **if** n.prev != None: #if next n isnt empty then the previous next n will become the next n
25. n.prev.next = n.next
26. **else**: #if not head will become the next n
27. self.head = n.next
28. **if** n.next != None: #if next n is empty then the next previous n will become the previous
29. n.next.prev = n.prev
30. **else**: #if not tail will become the previous n
31. self.tail = n.prev
32. **def** display(self): #outputs the list to the screen
33. values=[]
34. n=self.head
35. **while** n!=None:
36. values.append(str(n.value))
37. n=n.next
38. **print** "List: ",",".join(values)
40. **if** \_\_name\_\_ == '\_\_main\_\_':
41. l=List()
42. l.insert(None, Node(4))
43. l.insert(l.head,Node(6))
44. l.insert(l.head,Node(8))
45. l.display()
46. l.delete(l.head)
47. l.display()

# References

Wolfram(2015) - (http://mathworld.wolfram.com/HarmonicSeries.html)